Advance Topics in React JS

* What is context API?

The React Context API is a component structure, which allows us to share data across all levels of the application. The main aim of Context API is to solve the problem of prop drilling (also called "Threading"). The Context API in React are given below.

* **React.createContext**

It creates a context object. When React renders a component which subscribes to this context object, then it will read the current context value from the matching provider in the component tree.

**Syntax**

const MyContext = React.createContext(defaultValue);

When a component does not have a matching Provider in the component tree, it returns the defaultValue argument. It is very helpful for testing components isolation (separately) without wrapping them.

* **Context.Provider**

Every Context object has a Provider React component which allows consuming components to subscribe to context changes. It acts as a delivery service. When a consumer component asks for something, it finds it in the context and provides it to where it is needed.

**Syntax**

<MyContext.Provider value={/\* some value \*/}>

It accepts the value prop and passes to consuming components which are descendants of this Provider. We can connect one Provider with many consumers. Context Providers can be nested to override values deeper within the component tree. All consumers that are descendants of a Provider always re-render whenever the Provider's value prop is changed. The changes are determined by comparing the old and new values using the same algorithm as **Object.is** algorithm.

* **Context.Consumer**

It is the React component which subscribes to the context changes. It allows us to subscribe to the context within the function component. It requires the function as a component. A consumer is used to request data through the provider and manipulate the central data store when the provider allows it.

**Syntax**

<MyContext.Consumer>

       {value => /\* render something which is based on the context value \*/}

</MyContext.Consumer>

The function component receives the current context value and then returns a React node. The value argument which passed to the function will be equal to the value prop of the closest Provider for this context in the component tree. If there is no Provider for this context, the value argument will be equal to the defaultValue which was passed to createContext().

* **Class.contextType**

The contextType property on a class used to assign a Context object which is created by React.createContext(). It allows you to consume the closest current value of that Context type using this.context. We can reference this in any of the component life-cycle methods, including the render function.

* When to use the context API

Context API is used to share data which can be considered "global" for React components tree and use that data where needed, such as the current authenticated user, theme, etc. For example, in the below code snippet, we manually thread through a "theme" prop to style the Button component.+a

class App extends React.Component {

  render() {

    return <Toolbar theme="dark" />;

  }

}

function Toolbar(props) {

  return (

    <div>

      <ThemedButton theme={props.theme} />

    </div>

  );

}

class ThemedButton extends React.Component {

  render() {

    return <Button theme={this.props.theme} />;

  }

}

* How to use the Context API

There are two main steps to use the React context into the React application:

Setup a context API provider and define the data which you want to store.

Use a context API consumer whenever you need the data from the store

* Fragments

whenever you want to render something on the screen, you need to use a render method inside the component. This render method can return **single** elements or **multiple** elements. The render method will only render a single root node inside it at a time. However, if you want to return multiple elements, the render method will require a '**div**' tag and put the entire content or elements inside it. This extra node to the DOM sometimes results in the wrong formatting of your HTML output and also not loved by the many developers.

**Syntax**

<React.Fragment>

      <h2> child1 </h2>

    <p> child2 </p>

      .. ..... .... ...

</React.Fragment>

**Example**

// Rendering with fragments tag

class App extends React.Component {

    render() {

     return (

       <React.Fragment>

            <h2> Hello World! </h2>

        <p> Welcome to the JavaTpoint. </p>

         </React.Fragment>

     );

    }

}

* Why we use Fragments?

The main reason to use Fragments tag is:

1. It makes the execution of code faster as compared to the div tag.
2. It takes less memory.

* Fragments short Syntax

There is also another shorthand exists for declaring fragments for the above method. It looks like **empty** tag in which we can use of '<>' and '' instead of the '**React.Fragment**'.

**Example**

//Rendering with short syntax

class Columns extends React.Component {

  render() {

    return (

      <>

        <h2> Hello World! </h2>

        <p> Welcome to the JavaTpoint </p>

      </>

    );

  }

}

* Keyed Fragments

The shorthand syntax does not accept key attributes. You need a key for mapping a collection to an array of fragments such as to create a description list. If you need to provide keys, you have to declare the fragments with the explicit <**React.Fragment**> syntax.

**Example**

Function  = (props) {

  return (

    <Fragment>

      {props.items.data.map(item => (

        // Without the 'key', React will give a key warning

        <React.Fragment key={item.id}>

          <h2>{item.name}</h2>

          <p>{item.url}</p>

          <p>{item.description}</p>

        </React.Fragment>

      ))}

    </Fragment>

  )

}

* Higher-order components

Also known as HOC, the React Higher-Order Components is an advanced technique that takes a component and returns a new component. It is used for reusing component logic.

**Higher-Order Component Conventions:**

* HOCs should not be used inside the render method of a component.
* To have access to the higher-order components, the static methods must be copied over.
* Since ‘Refs’ does not pass through as a parameter or argument, hence HOCs does not work for refs.
* If a ref is added to an element in the HOC component, it will not be referred to as a wrapped component but will be referred to as an instance of the outermost container component.

|  |
| --- |
| const NewComponent = higherOrderComponent(WrappedComponent); |

**Syntax:**

**HOC.js:**

|  |
| --- |
| import React, {Component} from 'react';  export default function Hoc(HocComponent){  return class extends Component{  render(){  return (  <div>  <HocComponent></HocComponent>  </div>  );  }  }  } |

**App.js:**

|  |
| --- |
| import React, { Component } from 'react';  import Hoc from './HOC';  class App extends Component {  render() {  return (  <div>  <h2>Hello World!!</h2>  <p> Have a Great day.</p>  </div>  )  }  }  App = Hoc(App);  export default App; |

**Output:**  
![https://www.w3schools.blog/wp-content/uploads/2019/07/React%20high%20order%20components.png](data:image/png;base64,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)